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Modern space flight systems are required to perform more complex functions than previous generations to support space missions. This demand is driving the trend to deploy more electronics to realize system functionality. The traditional approach for the specification, design, and deployment of electrical system architectures in space flight systems includes the use of informal definitions and descriptions that are often embedded within loosely coupled but highly interdependent design documents. Traditional methods become inefficient to cope with increasing system complexity, evolving requirements, and the ability to meet project budget and time constraints. Thus, there is a need for more rigorous methods to capture the relevant information about the electrical system architecture as the design evolves. In this work, we propose a model-centric approach to support the specification and design of electrical flight system architectures using the System Modeling Language (SysML). In our approach, we develop a domain specific language for specifying electrical system architectures, and we propose a design flow for the specification and design of electrical interfaces. Our approach is applied to a practical flight system.

I. Introduction

Modern space flight systems are typically composed of several subsystems that perform distinct tasks to support higher-level system objectives. Subsystems are developed by functionally and geographically distributed design teams. Moreover, due to the rapid increase in electronic functionality, interactions between subsystems and the amount of design information that must be managed by electrical system engineering teams is increasing. Thus, capturing a holistic view of the system under development becomes a challenge to system engineers, and in particular, to the process of electrical system development and integration.

The traditional approach to the design of electrical system architectures is characterized by an iterative process that captures baseline design decisions in a set of loosely coupled design documents. Designers capture and modify design information in a collection of documents as the spacecraft design progresses. The design information that is captured often overlaps within these documents, and they are maintained separately without an explicit reference to a central data repository. For example, some specifications of the electrical system requirements are generally captured as a set of high-level block diagrams that are used to capture the interconnectivity between subsystems at different points in the design process. These diagrams may be used to capture the types of data and power flows between subsystems of the spacecraft. Each diagram is created independently with no explicit means of traceability. This process poses a challenge to electrical system engineers because it leads to ambiguous specifications.

Over the years, the complexity of system management has influenced the use of models as a way to manage the system engineering process¹,²,³. In general, a model is an abstract representation of a physical phenomenon. For years, the model of a system was embedded within the knowledge of the system engineer. This model is referred to as the mental model. However, to cope with increasing complexity of systems, system engineering progressed from mental models to the use of computer-based tools, along with a set of methods, processes, and tools that are referred to as model-based system engineering (MBSE)⁴.

MBSE is a widely used approach to system engineering; however, the use of a MBSE approach to system engineering does not necessarily mean that the focus is on the model of a system. This brings up the issue of centricity as described by Harvey et. al.⁵. MBSE may be classified by two general approaches, document-centric and model-centric. A document-centric approach describes the predominant state of practice where specification and design documents are exchanged between stakeholders, such as subsystem designers, system engineers, customers,
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and manufacturers. Documents could be in a hard-copy or electronic format, such as a memorandum, word processor, diagrams, or electronic mail. Furthermore, these documents are subject to examination and review for their rigor and appropriateness through a series of formalized meetings. Although documents are useful way to communicate with stakeholders, and in some cases required, there are limitations.

One of the limitations of a document-centric approach is ensuring traceability to the origin of design information. The relationships may be articulated in the form of cross-references, notes, and figures, just to name a few. Any information that is not expressed in the documents is captured in mental models by the engineers. Hence, traceability is only as good as the expressiveness of the relationships that are explicitly defined in the documents. In addition, the information that is stored in the model, including figures and diagrams, are static. Consequently, related information appears in multiple documents, databases, and possibly multiple places within the same document. When the design information is updated, the designer needs to identify and modify any related documents. Since the information is captured in numerous documents, even for a mildly complicated system, this can result in a time-consuming change process that becomes a major source of ambiguity, error, and inconsistency of information.

In contrast to a document-centric approach, a model-centric approach uses well-defined models of the system for capturing technical design information. A key distinction in the two approaches is that a document-centric approach focuses on producing reports of a system. The reports collectively define the system architecture, whereas the model-centric approach is a representation of the system in a mathematical formalism. In a model-centric approach, a model is created as a representation of the system to varying degrees of fidelity. The model is the central artifact from which other artifacts, including documents, reports, diagrams, and tables are created or generated automatically. This approach enhances traceability, consistency, and the ability to be validated by checking model completeness and correctness. Moreover, it is worth noting that a document-centric approach may be taken with some MBSE tools, but even with a MBSE tool, the document-centric approach does not necessarily guarantee traceability nor does it ensure that the focus is on the system model.

II. Problem Statement

The traditional process of designing and deploying electrical system architectures utilizes a document-centric approach. However, as the complexity of the interconnectivity between electronics in space flight systems increase, the traditional document-centric approach becomes inefficient to cope with design changes, information sharing, and consistent integration of design information across various design and test processes in the end-to-end electrical system engineering process. The traditional approach to the design of electrical system architectures relies on capturing key points in the design by the use of static documents and diagrams. This approach can no longer be sustained as the pressures to deliver a flight system on time and within budget while fulfilling system requirements increase concurrently with system complexity. As a consequence, the designer focuses more on document creation as opposed to system design. This is in part due to a lack of rigorous, system-level design methodologies and tool support.

To address the aforementioned problems, a model-centric approach is applied to the design of electrical system architectures within a MBSE framework using the System Modeling Language (SysML). The modeling approach consists of establishing a modeling foundation through the use of metamodeling techniques to create a domain specific language for specifying electrical system architectures within a model-based environment. To support the design of electrical system architectures, a design flow is proposed. Within the design flow, a set of abstraction layers along with a set of common modeling elements that enable system composition in a stepwise refinement process is described.

III. Related Work

SysML has been used to model different aspects of systems in a variety of application domains including electrical systems, such as dynamic modeling of aircraft power systems. However, our work focuses primarily on structural models that may be used for electrical system specification. For example, in Slomka et al., the authors focus on constructing models that combine the computational and physical aspects of an electrical system using a layer-based design approach that is based on a systematic refinement process. In Shah et al., the authors develop an approach to maintaining traceability between multiple data sets. The authors also introduce an approach to the integration of SysML and a commercial electronic automation design tool through the use of formal modeling and transformation techniques.

In contrast, we focus on the development of a domain specific environment for the specification of electrical flight system architectures using SysML and for managing electrical system design information. To support electrical system modeling, we develop a domain specific language that is anchored on top of a rigorous ontological
framework that enables formal analysis and the integration of design information across electrical flight system development processes and tools. The focus of the models that may be constructed is on the interfaces of the system’s electrical and electronic hardware. The approach to modeling also enables the integration of electrical system models that are constructed within SysML with a commercial electrical computer aided design tool. In addition, we introduce an approach to electrical system design that is based on a successive refinement of the design through key levels of abstraction.

IV. Background

In this section, we provide a background of key technologies that are referenced and applied in this work. First, modeling with SysML is introduced. Then, the key concepts of domain specific modeling, ontologies, and metamodels are introduced. The domain of interest in this work targets the specification of electrical flight system architectures.

A. The System Modeling Language (SysML)

SysML is a general-purpose graphical modeling language for system engineering. It is an extension of the Unified Modeling Language (UML)\(^2\), a language that has been developed for software development. SysML is used to specify, analyze, design, and verify systems. The language provides graphical representations for modeling system requirements, behavior, structure, and parametric. As shown in the taxonomy of SysML diagrams\(^7\) in Fig. 1, the language introduces two new diagrams to the existing set of UML diagrams that include the Parametric Diagram and Requirements Diagram. The Internal Block Diagram, Block Definition Block Diagram, and the Activity Diagram are modified to suit the system engineering domain. A key benefit to SysML is the ability to link the various diagrams. This enables an explicit traceability of model elements that are expressed within the diagrams.

The intent of the language is to provide a mechanism for realizing systems from a system engineering perspective, as opposed to its UML counterpart, which focuses on software architecting. Moreover, SysML provides a means by which system modeling may be captured within a MBSE approach without imposing a particular methodology or tool. SysML enables language extensions that support these domains through the use of stereotypes and profiles. A stereotype is a mechanism that allows the SysML language to be extended with additional concepts of a specific domain, along with the constraints and properties of the domain. Profiles are special types of packages that are used to group stereotypes. SysML provides additional extension capabilities, and the reader is referred to Friedenthal et. al. for more detail on applying SysML in system development\(^13\). Due to broad acceptance as a language for system engineering development, commercial vendors such as Sparx Systems\(^14\), IBM\(^15\), and No Magic\(^16\) have created tools and toolkits that support SysML.
B. Domain Specific Modeling

Domain specific modeling\(^1\) is a software engineering methodology for designing and developing systems within a specific area of interest. A domain specific language (DSL) is a language that is used to model and develop systems in a particular problem domain. A domain is a specific topic or area of concern to a set of stakeholders. DSLs provide a set of abstract notations and a meaning to each notation, called the syntax and semantics, respectively. DSLs are used to gain a better understanding and familiarity with modeling of applications in a specific domain, and they simplify commonly used constructs of a domain. The intent is to reduce the effort to construct a domain model by providing the domain expert with higher level constructs. This reduces the need to specify lower level constructs that are needed for their definition. In addition, DSLs facilitate automated model transformations since the mappings are based on language constructs. In the development of a DSL, domain experts provide the key notations and vocabulary that guide their thought process about a particular problem within their domain. Thus, to design a DSL, it is critical to have involvement from the domain experts; however, there is a consensus on some of the challenges that characterize existing DSL approaches, including interoperability with other languages and tools, formal semantics, and domain analysis\(^18\). Addressing these challenges is important for the successful adoption of a DSL. For example, issues such as interoperability and formal semantics motivated the use of ontology languages, such as the Web Ontology Language (OWL)\(^19\). To address these challenges, special attention is given to capturing the underlying concepts in a domain.

C. Ontologies

An ontology is a representation of the concepts and the relations between concepts in a particular domain. As pointed out by Wand et. al.\(^20\), to create a model in a domain, a set of concepts to describe the domain is needed. This set of concepts includes the “things” and properties of those things that are of concern in a domain. The properties may be intrinsic to the thing that it characterizes or it may be mutual to a set of things. The things of the domain may also have relationships to one another, such as a type of association. The use of an ontology is for describing the precise meaning of things. This is particularly useful in denotation languages that rely on the constructs and rules that are defined for a domain to provide validation capabilities, such as the ability to check assertions using computer-based methods. An ontology describes the concepts and their relations, but a formal ontology may be constructed as a controlled vocabulary when it is expressed in an ontology representation language.

D. Metamodeling

A metamodel is an explicit representation of a domain’s constructs and rules, such as the allowed set of model elements and their relation. A metamodel provides a specification for a domain specific model from which an instance of a model may be constructed. It also specifies the components that may be used within a model instance. An important aspect in the design of a DSL is a set of assertions on validity of a model that may be constructed within that domain. A metamodel is one approach that enables the construction of the rules that govern a valid model instance for a given domain. For example, it is likely necessary that a valid model in a domain must be fully connected in that every element must be connected to every other element. In relation to an ontology, “a metamodel is an ontology, but not all ontologies are modeled explicitly as metamodels”\(^21\).

E. Platform Based Design Methodology

SysML does not specify any particular methodology to implement a model based design. Therefore, in this work, our design flow is based on concepts from the Platform-Based Design (PBD)\(^22\) methodology, which has been successfully applied in the areas of consumer electronics and automotive systems\(^23,24,25\). The PBD methodology provides an intellectual framework where a design flow that implements a specification, proceeds through a sequence of refinement steps. An essential aspect of this framework is the separation of concerns\(^26\). For example, a key concern is functionality versus architecture, where functionality is a description of what the designer intends to implement, whereas the architecture expresses how the designer realizes the functionality.

A platform is a library of components that can be assembled to generate a design at that level of abstraction. A platform instance is a valid composition of library elements that are characterized by their cost and performance metrics. Each refinement step consists of selecting a platform instance that correctly implements a specification for a specific level of abstraction. Thus, a design step can be formulated as a design problem whose solution is an instantiation of a platform instance that satisfies the specification. The methodology enables a systematic approach for manual, semi-automatic or automatic mapping between successive abstraction layers. This view of the design process is a generalization of a process that designers have used implicitly for years. For example, in the digital logic synthesis process Boolean logic functions represent the functionality and the platform includes a library of technology specific logic gates. The methodology not only applies to hardware design, but it has also been practiced
V. Development of a Specification Language for Modeling Electrical System Architectures

In this section, we describe our approach to the development of a DSL for specifying electrical system architectures in space flight systems using a MBSE approach. The approach extends a hierarchy of ontologies that have been developed at the Jet Propulsion Laboratory (JPL) under the Integrated Model Centric Engineering (IMCE) initiative, as shown in Fig. 2. A key objective of the IMCE initiative is to define a core set of ontologies that may be applied in MBSE activities across SysML projects to establish a common semantic base. The key benefits of this approach are to:

- standardize domain terminology,
- enable a common understanding of domain terminology,
- enable reuse of domain knowledge,
- make domain concepts and assumptions explicit,
- separate domain knowledge from operational knowledge,
- analyze domain knowledge, and
- reason about the semantics for each level in the hierarchy.

A. Identifying Domain Concepts

In this section, domain concepts from the perspective of the electrical system engineer are summarized. A key responsibility of the electrical system engineer is to architect electrical interfaces. A simplified block diagram of an electrical link model that features a pair of interfaces is illustrated in Fig. 3, where the transmit (TX) and receive (RX) interfaces are the end points of the communication channel. The interfaces are further characterized by a given behavior that may be represented as a high level set of functional blocks, such as those given in the figure. The functional blocks may be further refined into a connection of electrical circuit components.

Figure 2. Ontological hierarchy. A conceptual hierarchy of ontologies that are leveraged in the development of the electrical system ontology. The foundation ontologies, such as “Base”, “Mission”, and “Analysis” may be extended to support specific disciplines, which may then be used to support application specific models, such as the Mars Science Laboratory.

Figure 3. Electrical link model. An illustration of a data link. The link consists of a channel, a sender (TX), interface, and a receiver (RX) interface. Interfaces are intermediate circuits between electrical subsystems or components.
To capture domain concepts, it was necessary to obtain involvement from the electrical system engineers, including conducting interviews and understanding the content of the artifacts that the engineers expect to produce, such as block diagrams, tables, and reports. Our observations resulted in a set of concepts that are summarized into several core concepts that are commonly used in the domain at different abstractions: components, interfaces, channels, and signals. A list of these concepts along with a brief description of each concept is given in Table 1. Each element may be characterized by a combination of properties, which may be quantified or used to further classify based on the context for which the concepts are applicable. For example, a key concern is to identify the difference between data and power interfaces since the behavior and quantitative properties of these types of interfaces differ electrically, and they are often addressed throughout the design independently. Therefore, the stereotypes in Fig. 4 may be extended to accommodate such extensions.

Table 1. Summary of key elements captured from domain knowledge. This table highlights the key concepts from the electrical system architecture domain. The concepts are captured and summarized as a list of core concepts along with the name of its stereotype for which the concept is mapped, the SysML notation used to represent the syntax, and examples of the intended usage for each concept.

<table>
<thead>
<tr>
<th>Concept</th>
<th>Description</th>
<th>Stereotype Name</th>
<th>SysML Syntax</th>
<th>Examples</th>
</tr>
</thead>
<tbody>
<tr>
<td>Signal</td>
<td>Represents discrete messages and signal flows</td>
<td>electrical.SignalFlow,</td>
<td>Item Flow</td>
<td>Power flow, current flow,</td>
</tr>
<tr>
<td></td>
<td></td>
<td>electrical.DataFlow</td>
<td></td>
<td>command message, telemetry message</td>
</tr>
<tr>
<td>Component</td>
<td>Represent an element that encapsulates behaviors and emits signals</td>
<td>electrical.Component</td>
<td>Block</td>
<td>Assembly, subsystem, end circuit, electronic board</td>
</tr>
<tr>
<td>Interface</td>
<td>A point of interaction between two devices where information or power is transmitted over logical channels, or media</td>
<td>electrical.Interface</td>
<td>Port</td>
<td>Universal Serial Bus (USB), voltage regulator circuit, Radio Frequency transceiver, data port</td>
</tr>
<tr>
<td>Channel</td>
<td>A logical path or physical medium</td>
<td>electrical.interfaceJunction</td>
<td>Connector (IBD)</td>
<td>Air, wire, logical function between interfaces</td>
</tr>
<tr>
<td>Property</td>
<td>A type of characterization that identifies or quantifies an element</td>
<td>Stereotype tag property</td>
<td>Block Properties and Tag Properites</td>
<td>Reference designator, impedance, voltage</td>
</tr>
</tbody>
</table>

B. Denotational Semantics

An electrical system model is an interconnection of components, interfaces, channels, and their characterizations. A component is an element that performs a set of tasks, and it may produce and consume electrical signals. Each component has at least one interface that is used as a point of interaction with other components. A pair of interfaces is related by a channel. A channel is a logical path or physical medium that is used to transmit a signal. For example, a component may contain an interface that is used to produce a data signal and transmit it over a channel to another component with a compatible receiving interface that consumes a data signal. At different levels of abstraction, components, interfaces, and channels may have different semantics. To distinguish between different types of components, interfaces, and channels, each object may be characterized with a set of properties. For example, at the highest level of abstraction, a component may be an instrument or power distribution subsystem where power flows between subsystems over a logical power channel. At a lower level of abstraction, a component may be an individual circuit board that receives power via a power converter interface circuit over a physical wire. In this example, the signal is a characterization of the channel, and power is a characterization the interfaces.

Formally, an electrical system model may be described by a labeled graph. Given a set of electrical components (C), channels (J), and interfaces (I), the semantics of an electrical system model may be defined formally as a graph \( G = (V, E, a) \), where \( V = (V_C \cup V_I) \) is a set of nodes that is partitioned into two distinct sets such that \( V_C = (C \cup J) \). \( E \subseteq (C \times I) \cup (I \times J) \) is a set of undirected edges, and \( a : V \rightarrow L \) is a function that labels nodes by a set of types, \( L \). Note that components are always adjacent to interfaces and interfaces are adjacent to channels. Thus, a connection is defined as an ordered tuple \( l = (((a \times b), j, (c \times d)) \) for \( a, d \in C, b, c \in I, \) and \( j \in J \) such that \( a \neq d, b \neq c, \) and
A connection is acyclic, and for each connection, the set of adjacent vertices, 
\[ N(v) = \{u, z\} \], where \( v \in (I \cup J) \), \( u \in I \), and \( z \in J \). Intuitively, this means that a connection is a distinct path that is composed of a sequence of components, interfaces, and channels where the endpoints of a channel are a pair of interfaces. A labeling function assigns properties to nodes in \( G \). A signal, \( s \) is a property that characterizes a channel, i.e., \( \alpha_j : J \rightarrow s \), for a labeling of channels \( \alpha_j \). The labeling of nodes allows the user to specify different types of interfaces, such as distinguishing power interfaces from data interfaces. This technique improves the flexibility of assigning different types without altering the underlying structure of \( G \). This results in a graph whose nodes may be checked or queried based on the type of nodes. Furthermore, it enables the user to distinguish nodes between abstraction levels.

**Figure 4. Application of stereotypes as a mechanism for extending SysML with electrical system domain concepts.** In this figure, the stereotypes that captures the core concepts of the electrical system domain are shown. It highlights the specialization relationship that extends the foundation ontologies, which are also encoded into SysML as a set of stereotypes.

### C. Extending the System Modeling Language (SysML) with Domain Concepts

This step within the development of our DSL maps the domain semantics into SysML. As mentioned above, SysML has mechanisms for extending its metamodel to support domain specific concepts. Domain concepts for the electrical system architecture are encoded into a set of stereotypes that are packaged within a profile to enable reuse amongst users. Instead of creating the domain stereotypes from scratch, they are derived from the hierarchy of foundation ontologies by specifying specializations of the foundation ontologies that have been incorporated by the IMCE team, as illustrated in Fig. 4. In the figure, the leaves represent specific stereotypes whose role is classified by the abstraction level for which it is intended to be used. A set of mappings between the domain concepts and stereotypes within SysML is summarized in Table 1.

### D. Mapping Domain to Modeling Notations

Once the domain concepts are mapped into SysML via stereotypes, the stereotypes are associated to SysML blocks to provide an abstract model notation, also referred to as the abstract syntax. A SysML block is chosen as the abstract syntax because it is a general modeling concept in SysML that is used to model a variety of structural units, such as objects with physical attributes, objects with a boundary, or abstract entities. Moreover, it may be used to encapsulate other blocks, properties, stereotypes, or other modeling entities, as shown in Fig 5. In the figure, a set of interfaces are used to illustrate the abstract syntax of electrical system interfaces. With an abstract syntax identified, the stereotyped blocks may be applied to a model instance in any of the several diagrams that are provided by SysML. In this work, we have primarily utilized Block Definition Diagrams to express hierarchical relations between blocks, and we have utilized the Internal Block Diagram (IBD) extensively as the diagram of choice for representing the interconnectivity between electrical interfaces, as illustrated in Fig. 6.
A SysML IBD is chosen to describe and represent the concrete syntax of specific electrical system architecture views. A concrete syntax describes the appearance of the domain modeling elements as presented visually to the end user. In this case, the IBD was a logical choice because within the domain, information and different views of that information, are centered primarily on the structural, interconnection of blocks that are captured in block diagrams. The notations within an IBD provide a natural way for the domain experts to construct and express their models. Moreover, to support modeling varying levels of abstraction, abstract components and interfaces are refined by more detailed model elements. For example, in Fig. 6, the Instrument Subsystem is a SysML block that is refined by SAR Digital Electronics assembly, which is further refined by a set of boards. The ports are typed by data, telemetry, and power interface. Item flows denote the type of signals that flow across the connector. Note that the assembly serves as a placeholder until the information on its refinement is available. An illustration of an electrical system model is illustrated in Fig. 6 where signals are represented by item flows, interfaces are represented by block ports, and components are represented by blocks in the IBD.

Figure 5. Example set of electrical system interfaces. A sample set of interfaces that are captured in the metamodel for electrical system modeling. The stereotypes that are applied to the blocks capture the semantics and they are characterized by a set of properties. An example set of properties that are associated with a data

Figure 6. SysML Internal Block Diagram of an Electrical System Architecture Model. This figure is an illustration of a specific type of view of an electrical system architecture block diagram. The diagram contains several blocks that represent components, such as electronic boards, subsystems, and assemblies. It also features electrical signals that are represented by the item flows and ports that represent the electrical interface types.
VI. Proposed Design Flow for Electrical System Architecture Design

In addition to managing large data sets, a key concern of the electrical system architecture domain is the ability to capture a design from specification through physical implementation of electrical interfaces. The PBD methodology is used to guide the design flow from specification to implementation of the electrical system architecture. Several key abstraction levels are identified in our design flow, as illustrated in Fig. 7.

Within each level, there may be additional levels of refinement, but ideally, the difference in abstraction levels is driven by a difference in communication semantics. It is observed that the levels of abstraction within the traditional design process are driven by the documents. This results in abstraction levels that are not always semantically correct with respect to one another. This could potentially result in ambiguous and inconsistent representations. In contrast, the approach in this paper allows the engineer to construct the design as a model that is stored within a central repository. The design model may be refined as design information becomes available, and at any point within the design process, specific views of the system may be created or generated. Each view is constructed from a set of rules that specify the elements and levels of detail that may be shown within that view. For example, at the highest level of abstraction within the design flow, abstract communication and power channels are used for message passing. In contrast to the lowest level of abstraction, wires are used as the medium for which current flows. The interaction of these two types of signals is semantically different. Therefore, the levels that are captured in Fig. 7 are to be representative of different semantics. We have intentionally separated these two concerns – the design model and views of the design model. Therefore, we refer to the views to represent the different components that may be referenced, or queried, by the domain expert as visual artifacts in the form of block diagrams, reports, and tables. These views may be used in formal documentation procedures or as references to the current state of the system design as the system is developed.

![Figure 7. Electrical system abstraction levels.](image)

This figure illustrates the abstraction levels that are identified in the proposed design flow. Each abstraction level is constructed by selecting an element from a library of characterized model elements. The top two levels are captured completely within SysML. The results of an Assembly Interface Level design is translated to a computer aided design (CAD) tool automatically.
A. Abstraction Levels

The different levels of abstraction within our modeling environment include the Subsystem Interface Level, Assembly Interface Level, and the Physical Pin Level. For adjacent levels of abstractions, the upper level provides a specification to the lower level. At each level, a library of model elements that are characterized by a set of quantities are selected to refine the elements of the upper level of abstraction. With appropriately defined levels of abstraction, the designer can successively refine the design systematically. Each level is described below.

1. Subsystem Interface Level

At the highest level of abstraction for the electrical system platform, the subsystems that will be needed to support the mission are identified and captured. It is assumed that a specification of the behavior has been determined at the system level which is used to drive the hardware and software development. This aids the electrical system engineer in estimating the general types of interfaces that will be needed to interface electronics from the subsystems. For example, in Fig. 7, three subsystems are identified. Subsystems 1 and 2 will require a set of power and data interfaces, and according to the illustration, the power subsystem will be the source of power to the other subsystems. The general types of interfaces that will be needed by the subsystems then provides a specification to the components that may be selected to realize the interface requirements of the Subsystem Interface Level components.

2. Assembly Interface Level

This is the next level of refinement. It is a representation of the electronic assemblies and boards that may be used to realize the subsystem components, and if the information about the specific types of interfaces is known, then that information is also captured. For example, assume that Assembly 1 of Subsystem 1 is only capable of receiving 7 Volts, and the Power Switch component in the Power Subsystem distributes 28 Volts. Then the power interface to Assembly 1 will more than likely be used to convert 28 Volts down to 7 Volts. The circuitry that does this conversion is the end circuit for Assembly 1. The signals at this level of abstraction may be assigned to an interface function. An interface function is a logical signal that is assigned to the junction of a pair of interfaces. Later in the design process, it is realized at the physical design level by a set of wires, connectors, and pins.

3. Physical Pin Level

This level of abstraction represents the lowest level of detail that is of concern to the electrical system engineer. It is at this level that interface functions are realized by physical connections between electrical circuits. At this level of abstraction, the components are end circuits that are realized by electrical circuit components, such as resistors, capacitors, transformers, etc., and the junctions are wires. The interfaces are conductors, such as pins, that connect wires between circuits. Connectors and cable harnesses may be assigned to elements in the physical design model. To accommodate this part of the design flow that is carried out in a tool that is external to SysML, we generate a list of interface functions that may be imported into the CAD tool.

B. Application to a Space Flight System

In this section, an example of a space flight system is briefly highlighted to demonstrate the applicability of our approach to any existing space flight system. The example flight system is a moderately sized spacecraft that targets an Earth observatory mission. The electrical system architecture is composed of approximately 100 electrical boards and assemblies, and the electrical interfaces may be decomposed into approximately 700 interface functions. The interface functions are a combination of data and power signals. Data signals may be further classified by their role in a spacecraft as a command or telemetry data signal. An example set of interfaces and components that are expressed in the application appears in Fig. 8. The example was constructed using No Magic’s MagicDraw with the SysML plugin. To demonstrate applicability to a flight system, the framework we developed needed to be capable of expressing each type of interface in the flight system.

In addition, the electrical system engineer must be able to capture all three abstraction levels with traceability between each adjacent level of abstraction, and generate a set of existing documentation including block diagrams, a list of interface functions that are deployed in the design, and a list of identification labels called reference designators for each component. The abstraction levels provide a template for progressing the design. So, as the design progresses, more detailed components, interfaces, and signals are added to refine the design. This is done using encapsulation. However, encapsulation with SysML connectors is not intuitive. Thus, the connectors are explicitly related by directed relationships that denotes a set of signals that refine a more abstract signal. The design is captured and maintained within the design data repository of the tool, therefore traceability between any type of view of the design model is always maintained within the system model. To produce the different views, we apply a
transformation that captures different views based on a set of user defined rules that determine which elements are applicable within a particular view. By this method, we are able to separate the user defined views from the system design model. As a result, the documentation and block diagram views were created from the design repository with traceability back to the system model. Furthermore, we were able to provide a list of interface functions in a format that may be imported into the commercial CAD tool for physical pin level design.

VII. Conclusion

In this paper, a model-centric approach to the specification and design of electrical system architectures for space flight systems is introduced and described. A domain specific specification language is developed that allows electrical system engineers to construct electrical system models. In addition, an outline of a design flow that is guided by the principles of the Platform Based Design methodology is highlighted. The approach that is described in this paper is applied to documents and diagrams that are commonly used to document the electrical system design from a central repository. We were able to produce a set of documents and diagrams that are commonly used to document the electrical system design of a practical space flight system as proof of concept.

Future work will refine our approach and focus our efforts on formalizing the design within the Platform Based Design framework. In particular, we plan to capture electrical system requirements using SysML, and integrate requirement models into our modeling environment. We also plan to add additional characterizations and properties to our existing model elements. The model element library is planned to be expanded to cover pre-characterized sets of hardware platforms to enable reuse.
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